Is More Active Always Better for Teaching Introductory Programming?
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Abstract—Introduction to programming is usually taught using a wide range of instructional techniques. Some common techniques among them are mini-lectures, live-coding and in-class coding. Each of these three techniques require varying level of student activity. In this study, we taught programming to a group of students using these three techniques. We collected data in the form of a survey to understand the students’ perceptions on these three instructional techniques. The results suggest that students like techniques that require a moderate level of student activity (e.g., live-coding) more when compared to techniques that require a great deal of student activity (e.g., in-class coding). We believe that our work has the potential to help instructors design their instructional techniques using a student-centric approach.
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I. INTRODUCTION

Introduction to programming is usually taught using a variety of instructional techniques like traditional chalkboard based lectures, powerpoint presentations, live-coding (i.e., writing a program on a computer from scratch), in-class coding (asking the students to write some code on their own to solve a programming problem), etc. Among the many techniques that are employed to teach programming to beginners, the most commonly used techniques are mini-lectures [1], live-coding [2] and in-class coding [1].

These three pedagogical strategies require varying levels of student activity. Students usually listen, understand concepts, and take notes during a mini-lecture. During live-coding, students listen, understand code, code along with the instructor, draw some memory diagrams [21], and take some notes in the form of comments in their programs or separately in their notebooks. In an in-class coding activity, students are expected to code by themselves. So, they have to read some specifications about what the code should do, think about the logic for the program, write some pseudo code, look up some references for syntax (e.g., Javadoc), write a program, compile it, and debug it until it works.

Based on the level of student activity needed, these three instructional strategies are ordered as shown below in the order of increasing student activity.

1) Mini-lecture (least active)
2) Live-coding
3) In-class coding (most active)

Although these three instructional strategies are used commonly by instructors for teaching introductory programming, a study of students’ perceptions of these three pedagogies in Computer Science is fairly limited. Similarly, even though there are numerous reports that show the effectiveness of the active learning instructional techniques in Computer Science [4], [5], [6], [7], [8], [9], a comparison of students’ perceptions on these instructional techniques is missing. In other words, the answer to the following question is still unknown.

“Do students prefer instructional techniques that require them to be more active during class when compared to techniques that may require only moderate or minimum level of student activity?”

In this study, we present some preliminary results on students’ perceptions of the three instructional strategies (i.e., mini-lectures, live-coding, and in-class coding) that were used for teaching an introductory programming course using an active learning approach. Using the students’ perceptions, we rank these three instructional techniques based on students’ preferences.

We believe that by using a student-centric approach for understanding students’ perceptions on instructional techniques, our work has the potential to spark future research in this direction, where the instructors consider the students’ point of view too while designing instructional techniques for teaching introductory programming.

II. RELATED WORK

Byron S. Gottfried in his experience report [1] highlights the importance of mini-lectures and in-class coding activities for effectively teaching introductory programming. He also discusses the disadvantages of traditional techniques like 50-minute lectures and the use of detailed examples written on a chalkboard and states that they should be avoided. This work shows the effectiveness of mini-lectures and in-class coding from the instructor’s perspective. We consider our study to be an extension to this report, where we mainly focus on students’ perceptions on three commonly used active learning techniques (including live-coding) used to teach introductory programming.
The importance of using both instructor led presentations and in-class student activities in an active learning class for Computer Science are reported by McConnell in his study on active learning and its use in Computer Science [4]. He suggests instructors to have a mini-lecture component at the beginning of the lecture mainly to discuss the concepts that are critical or may be difficult to understand from the students’ perspective. Similarly, in our study, we used a combination of instructor led mini-lectures and in-class student activities. We also added an additional live-coding component and we mainly focused on reporting the students’ perceptions on these techniques.

In flipped courses, students use out of class time to watch pre-recorded lectures or read text books and use the time in the class for labs or discussions. Baldwin describes his experience with a flipped class model for teaching an introductory programming course to non-major (Maths) students [10]. The students in this study have reported dissatisfaction with active learning since they felt that the flipped classrooms abandoned students to learn on their own from the videos and the readings. Based on this finding, in our work we made sure that we have a mini-lecture component before we start the more active components like live-coding and in-class coding.

Machemer and Crawford conducted a study [11] in a single cross discipilinary class to assess the students’ value about traditional, active, and co-operative classes. The study found that students valued the lectures the most. Co-operative learning was not a favourite for the students as they did not want to be responsible for their group’s learning. Also, they found that whichever method yielded the best results in exams was most valued by the students.

In this study [12] by Lumpkin et. al., college students from 5 college courses (related to Sport Management, Human Sexuality, Sport Finance, Exercise, and Ethics in Sports) were taught using short lectures, various in-class and out-of-class exploratory assignments, group discussions and other engaging activities. They found that students felt that active learning positively impacted their learning.

Smith and Cardaciotto compared students’ perceptions of active and passive activities [13]. In an introductory psychology class, students were divided into two groups for completing out-of-class group exercises for learning the course materials. One group was given active learning exercises while the other group performed content review activities (passive learning). Though the students in the active learning group reported greater retention of and better engagement with the course material, they did not report greater enjoyment while doing those activities when compared to the passive learning group. In our study, we rank three instructional techniques used in Computer Science, that require varying levels of student activity based on students’ perceptions.

Prior works have also considered exploring alternate pedagogical approaches. Van Gorp and Grissom [14] explore constructive and collaborative learning in introductory programming classrooms, and empirically evaluate these techniques. Further, Rathika [15] studies a games-based approach to teaching and Simon et al. [16] report experiences about peer instruction in introductory computing. In contrast, our work focuses primarily on understanding student’s perception of the three commonly used instructional techniques used in an active learning Computer Science classroom.

III. RESEARCH QUESTION

The following are our research questions:

1) What difference (if any) is there in the way computing students perceive instructional techniques that require varying levels of student activity? Or in other words, “Is more active always better for learning introductory programming?”

2) How do students perceive an active learning classroom that uses a combination of mini-lectures, live coding, and in-class coding for teaching introductory programming when compared to a traditional lecture-based classroom?

IV. METHODOLOGY

In this section, we describe the course details and three techniques (mini-lectures, live-coding, and in-class coding) used to teach introductory programming in detail. We also describe the survey that was used to understand students’ perceptions of these three instructional techniques individually and our active learning methodology as a whole.

A. Course Details

The introductory programming course in this study was taught at a large, research-intensive, public university in Summer 2016 for 8 weeks using mini-lectures, live-coding, and in-class coding. There were a total of 76 students in the class from various disciplines. The class comprised of 20 graduate students and 56 undergraduate students. There were 4 class meetings every week from Monday to Thursday, each 75 minutes duration. There were no separate lab sessions. The regular class meetings were organized in a way that they served the purpose of both the lectures and the lab sessions. A typical active-learning classroom similar to the ones used in the SCALE-UP project [17] was used for teaching this course. Even though the classroom had laptops for every student, most of the students preferred to use their own laptop.

Each class meeting was roughly split among the following three components as follows:

1) Mini-lecture: 20 to 30 minutes
2) Live-coding: 30 to 40 minutes
3) In-class coding: 15 to 20 minutes

The same structure as described above was used for teaching all the classes throughout the semester except three classes that were used for review sessions and two classes that were used for in-class exams. In the following section, we describe the first technique that we used for teaching, namely mini-lectures.
B. Mini-lectures

The initial 20 to 30 minutes of the class time was spent for lecturing. The instructor introduced a sample problem with the intention to help students understand that it may be difficult or even impossible, to implement a solution for this problem using the programming constructs that they had studied till then. For example, before introducing arrays, the instructor started the lecture with the following problem:

“In last class, we wrote a program for finding the maximum of three numbers. What should we do if the problem is to find the maximum of ten numbers?”

This made the students to think about this problem and come up with solutions like: “We can create 10 variables for each number and then find the maximum of them using multiple if-else statements to find the maximum of these 10 numbers.” The instructor tried to show the students how difficult or cumbersome it may be to write code to find the maximum of 10 numbers using 10 separate variables.

Some students who had some programming background already may say, “We should use arrays to solve this problem!” At this point, using this initial motivation, the idea of arrays was discussed. We acknowledge that we really do not need arrays to find the maximum of 10 numbers since a loop will do. Although a problem like finding all the numbers larger than the average is more relevant for arrays, we preferred to start with simple problems and then move on to more complicated ones.

In each mini-lecture, the following pedagogical tools were used to make the lectures as interesting as possible:

1) Analogies: Whenever possible, the instructor used an analogy to help students to understand a programming concept during the lecture. For example, to help students understand the idea that the actual array elements that are created on the heap are actually different from the reference variable for the array that is created on the stack, the following analogy was given:

“Let us assume that my house is located at the following address: 206 Eagle Heights, Apt J, Madison, Wisconsin 53705. If I invite my friend to my house, then I’ll write the address of my house on a sheet of paper and give it to him/her. Now, using that paper as a reference, my friend would be able to locate my house and come and visit me.”

In a similar way, the actual array (i.e., the house) is different than the array reference variable (i.e., the sheet of paper with the house’s address on it) that is used to access the array. This analogy was inspired from a stack overflow question\(^1\). The usefulness of analogies and metaphors for teaching programming is also discussed in the literature [18], [19]. Although analogies are helpful for short term learning gains, there is no evidence that they are helpful for long term learning gains [20].

2) Diagrams: “A picture is worth a thousand words”. Visual representations in the form of memory diagrams, flow charts, class diagrams, state diagrams, etc., were used in almost every lecture to help students visualize the ideas of programming.

For example, when explaining the idea of array creation, the diagram in Figure 1 was drawn in order to explain what each part of the array creation statement meant and to visually show what happened in the computer’s main memory when each part of that statement was executed. The order of execution of the different parts of this statement was shown using steps numbered 1 to 3. The usefulness of these memory diagrams for teaching programming can be found in [21].

![Fig. 1. The step-wise memory diagram for the creation of an array in Java.](http://bit.do/pointer_analogy)

The mini-lecture component usually lasted for no more than 30 minutes. It was essential to ensure that all the students had some basic understanding of the programming concept(s) before we wrote some code using those concepts in the next two parts of the class (i.e., live-coding and in-class coding).

C. Live-coding Session

Live-coding [2] is a pedagogical approach for teaching programming where the instructor writes actual code from scratch (i.e., without using any skeleton or boilerplate code) on a computer connected to a projector during the class. The main purpose of a live-coding session is to teach programming as a process [22], [23]. This approach helps students to fully understand the tasks and techniques that are needed to write a fully-working program, after going through multiple iterations of thinking, designing, coding, and testing. At the end of a live-coding session, along with learning the programming process, the students would also learn the syntax of the programming construct that was discussed during the coding session. The effectiveness of live-coding for teaching introductory programming is discussed in [24].

The instructor spent around 30 to 40 minutes during every class for live-coding. At the beginning of every coding session, the instructor spent some time to make the students feel comfortable with the syntax of the programming construct that was taught (e.g., while teaching arrays, the instructor wrote code for creating an array in all possible ways in Java). Then,
the instructor revisited the problem that was discussed during the start of the lecture (e.g., To find the maximum element from a list of 10 numbers) and discussed one possible (and simple) approach to solve the problem. Immediately after this discussion, the Java code to solve this problem was written in a step-by-step manner by interacting with the students, for each and every step in the process. Throughout this entire session, the instructor thought aloud so that the students would be able to understand the thought process of the instructor while he was writing code. The importance of incremental coding (i.e., writing a few lines of code and immediately testing them before writing the next few lines of code) was emphasized throughout the live-coding session. Our live-coding session followed an approach similar to the one explained in Bruhn and Burton’s approach for teaching Java using computers [25].

During live-coding, sometimes the instructor purposefully introduced some bugs into the program. e.g., Using the assignment operator (=) instead of the equality operator (==). A few times some unexpected bugs showed up in the instructor’s code. These scenarios created ample opportunities for the students to observe and learn how an expert would fix these issues using techniques like print statements for simple bugs and tools like the debugger for more complex bugs.

The instructor wrote code by following the indentation guidelines that were required for the course during the live-coding session. Since the students were coding along with the instructor, most of them started indenting their code after every few minutes. Also, in the first few lectures, the instructor wrote descriptive comments for his code, so that the students understood the importance and the usefulness of commenting their code. In later lectures, the instructor wrote very few comments in his code as a measure to save time during the live-coding session.

Whenever the instructor used some methods from the Java library, he explained how to search the Javadoc or Google Stack Overflow when they program on their own. Also, whenever the instructor used some methods from the Java library, he explained how to search the Javadoc or Google Stack Overflow when they program on their own. Also, whenever the instructor used some methods from the Java library, he explained how to search the Javadoc or Google Stack Overflow when they program on their own.

E. Student Survey

To understand the students’ perceptions on the three instructional practices that we used for teaching introductory programming, we collected a 7-point likert scale survey from the students at the end of the semester. This survey was prepared with the intention to find out the degree to which the students liked/disliked these three instructional practices. The survey was anonymous and 75% of the students completed the survey. The rating scale was defined as: [1 - Extremely Useless, 7 - Extremely Useful].

1) mini-lectures: How useful were mini-lectures for learning programming?

2) live-coding: How useful was live-coding for learning programming?
3) **in-class coding**: How useful was in-class coding for learning programming?

We also asked the following question to understand the combined effectiveness of these three active learning instructional techniques. The rating scale for this question was: [1 - Not at all, 7 - Completely].

“How much did you like the active learning approach used in this class when compared to a traditional lecture based class?”

### V. Results

In this section, we present the results of our student survey about the three instructional techniques that we used for teaching programming. We also present the survey results about how much students liked the active learning approach used in this course when compared to a traditional lecture based approach.

#### A. Students’ perceptions on three techniques

Figure 2 shows the summary of the students’ responses for the three 7-point likert scale questions on the three instructional techniques shown in Section IV-E. The x-axis in this figure represents the three instructional techniques, and the y-axis represents the percentage of student responses for each category in the likert scale questions. The graph shows that live-coding is the technique that is most preferred among the three techniques.

To better compare these three techniques based on students’ preferences, we group the responses into the following three categories:

- **Useless**: 1 (Extremely useless) to 3 (Useless)
- **Neutral**: 4 (Neither useless nor useful)
- **Useful**: 5 (Useful) to 7 (Extremely useful)

Figure 3 shows a stack plot of students’ responses based on these three categories. From Figure 3, we can observe that live-coding is the most preferred and in-class coding is the least preferred among the three techniques.

#### B. Students’ perceptions on active learning

Figure 4 shows the students’ responses for the question “How much did you like the active learning approach used in this class when compared to a traditional lecture based class?” From the students’ responses, we see that 87% of the students have liked the active learning approach when compared to a traditional lecture based class for learning introductory programming.

### VI. Discussion

In this section, we provide an interpretation of our results, discuss some of the limitations with our work, and provide some directions for future work in this area.

#### A. Interpretation of results

We found that the students perceive the three components of our course that required varying level of student activity as shown in Table I. The three techniques are ranked based on the amount of student activity required from 1 (least active) to
3 (most active) and also based on students’ preferences from 1 (most preferred) to 3 (least preferred).

Based on these results, we found that the students’ perceptions of the three instructional techniques that require varying level of student activity is not directly related to the amount of student activity that is required by the technique. In other words, if a technique requires more student activity, then it does not necessarily mean that it is a better way for learning programming from the students’ perspective.

<table>
<thead>
<tr>
<th>Technique</th>
<th>Student activity</th>
<th>Students’ preference</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mini-lecture</td>
<td>1 (least active)</td>
<td>2</td>
</tr>
<tr>
<td>Live-coding</td>
<td>2</td>
<td>1 (most preferred)</td>
</tr>
<tr>
<td>In-class coding</td>
<td>3 (most active)</td>
<td>3 (least preferred)</td>
</tr>
</tbody>
</table>

The results from Figure 4 suggest that, in general, most of the computing students prefer active learning techniques when compared to traditional lecture based classes. These findings provide evidence that active learning is not only preferred by computing instructors but also by computing students. We acknowledge that our results only suggest that students like active learning that involves mini-lectures, live-coding, and in-class coding. The results may be totally different in an active learning computing classroom that uses other instructional techniques.

We believe that our findings would help computing instructors to choose the instructional techniques to be used in their classrooms not only based on the instructor’s preferences but also considering the students’ perceptions of these various techniques. By doing so, we would be able to design and develop student-centric courses.

B. Limitations

There were some limitations with our study which we acknowledge here. The students’ perceptions of the three instructional techniques in Computer Science reported in our study are from a single group of students who learnt programming from the same instructor. The students’ perceptions might change when a different instructor teaches the same course using the same instructional techniques. Therefore students’ perceptions from similar computing courses taught by different instructors are needed in the future to really understand what students think about these three instructional techniques for teaching programming.

The survey and the feedback collected were answered only by 75% of the students in the class. We did not make the participation compulsory and the reviews were anonymous since we felt that the student perceptions may be biased, if the reviews were not anonymized. If the 25% of the students who did not voice their opinions had any negative experiences with these instructional strategies, then they were not captured in this study. It would be interesting to find out if the students’ perceptions of these three instructional strategies are any different, if all the students in the course shared their opinions.

C. Future Work

Our current work only focuses on students’ perceptions of instructional strategies. It is also important to correlate students’ performance with their preferences since even though in-class coding seems to be the least preferred instructional technique by the students as a whole when compared to other techniques, it may well be that the students who preferred in-class coding may be the ones who performed better in the course. So, one of the future work in this area is to correlate students’ preferences with their performances to choose the instructional strategies for teaching introductory programming.

Another suggestion for future work is to study the instructors’ perceptions on these three active learning instructional techniques and compare them with the students’ perceptions. By doing so, we would be able to understand these three instructional techniques from the perspective of both the students and the instructors. From this study, we may also be able to find out why computing instructors prefer certain instructional techniques when compared to others.

VII. Conclusion

This work evaluates the students’ perceptions of the effectiveness of a trio of instructional practices commonly used for teaching Computer Science. We conclude that students’ perceptions on mini-lectures, live-coding, and in-class coding are mostly positive. Analysis of the student survey showed that, majority of the students have reported live-coding and mini-lectures to be most useful for their learning, while in-class coding was not as useful as the other two techniques. We also conclude that, computing students prefer active learning instructional techniques when compared to traditional lecture based classrooms for learning introductory programming.
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